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## general

B1700 COBOL S-Language provides the virtual machine interface between che code generated by the COBOL Compiter and the COBOL Interpreter. This specification describes the format of $C O B G L$ s-instructions and then explains each operator as a member of one of the follouing classes:

ARITHMETIC
data movement
BRANCHING
CONDITIONAL BRANCHING
miscellaneous
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S-LANGUAGE PROGRAMS


All cobol s-language programs have associated fith them, a base
 limit is co be used as data space only. All program codep organized in segment forme is stored at any availabie location in memoryp according to the memory management algorit-ns used by the B1700 operating system.

The data space includes a non-overlayable $\quad$ rea whinch contains the COP table and various other parameters si=h as Edit masks and Record Areas.

Various parameters, necessary for the run-ing of the s-language object code and maintained by the MCP, are stored beyond the Limit Register in the Run Structure Nucleus (RSA).

A typical cobol program layout in memory is as follows:

| BURROUGHS CORPORATION | COMPANY CONFIDENYIAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | BI7OO COBOL S-LANGUAGE |
| SFNTA BARBAPA PLANT | P.S. 22016729 |




FIGURE 1-1: COBOL PROGRAH LAYOUT

| 1 | ADR | 1 | NAME | 1 | PIC |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 1 | 0 | 1 | S W1 | 1 | 9 CM |  |
| 1 | : | 8 | : | 1 | : |  |
| 1 | 7 | 1 | SW8 | 1 | 9 CM |  |
| 1 | 8 | 1 | tally | 1 | $9(5)$ | CMP |
| 1 | 13 | 1 | DATE (JULIAN) | 1 | $9(5)$ | CMP |
| 1 |  | 1 | (YYODO) | 1 |  |  |
| 1 | 18 | 1 | TIME (HHMHSST) | 1 | 9(7) | CMP |
| 1 | 25 | 1 | TODAYS-DATE | 1 | $9(6)$ | CMP |
| 1 |  | 1 | (MHDDYY) | 1 |  |  |
| 1 | 31 | 1 | TODAYS-NAME | 1 | X(9) |  |

FIGURE 1-2: SPECIAL REGISTERS
BURROUGHS CORPGRATIDN COMPANY CONFIDENTIALCUMPUTER SYSTEMS GROUPB1700 COBOL S-LANGUAGESiNTA BARBARA PLANYP.S. 22016729
PROGRAM PARAMETERS
The parameters pertaining to a particular program are isted below. The number of bits used to contain the parameter appears in parentheses following the parameter name.
BDISPB1 (5) BRANCH DISPLACEMENT CONTAINER SIZE +1
OSEGZ (24) BASE OF DATA SEGMEAT ZERO
STACK-PGINTER (24) BASE ADDRESS OF STACK
STACK-SIZE (5) SIZE DF THE STACK
COP-BASE (24) BASE ADDRESS OF COP TABLE
COPS (12) COP ENTRY CONTAINER SIZE
SEGB (5) DATA SEGMENT NUMBER CONTAINER ..... SIZE
DISPB (5) DAYA DISPLACEMENT CONTAIRER SIZE
LENB (5)
DATA LENGTH CONTAINER SIZE
copys (5) COP INDEX CONTAINER ..... SIZE
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## CONTAINER SIZE



Container size is a field size (in number of bits) necessary to contain the maximum value required for that fielde for example: A container size of five bits allous a field value to house 32 bit addresses (0-31).

S-INSTRUCTION FORMAT

Each COBCL s-Instruction consists of an s-operator followed by argumenes consisting of a variable number of bits. The format and interpretation of these arguments is specified by the s-operator and is described in detait by the specification of the individual operators. An example of one such instruction format is illustrated below.


## S-DPERATORS

-m-x---x-

The most frequentiy used s-operators are encoded in a three bit S-operator denoted as OPi. If OPI is equal to seven, the operator is encoded in the next six bits denoted as OPZ. If OPI is less than seven. OP2 is omited.

OPNO
--**

An operand is normalty referenced indirectiy through a table containing the attributes of the operand. An argument which references an operand in this manner is denoted as copX. An operand is eirtier contained in the instruction as a literal or is referenced indirectly through the table. An argument of this type is denoted as OPND. The first bit of DPND is denoted as LITFLG and
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is used to indicate a literat string or COPX as fotious:

```
                            &---+----------------------------------*
|->| 1 &ITERAR STRING I
LITFLG---
```



LITERAL SIRING

When LITFLG specifies a literale the liceral string, which includes the literal type (LTYPE), the literal length (LLGTH), and the literal (LSYMB) itself inthat order, is included in the code stream immediately follouing the LIfflG. The format is as follows:


Note: LlGTH2 present if llgThl equal zero
LTYPE
---ーー
$00=$ Unsigned $4-8 I T$
$01=$ Unsigned 8-BIT
10=Signed 4 -BIT (sign is MSD)
11=Reserved

The length of the literal expressed in binary is encoded in LLGTHi and LLGTH2. If the length of the literal is less than eight digits or characters, ies length is encoded in LLGTHi; and LLGTH2 is omitted. If the length of the literal is greater than or equat to eight digits or characters, its length is encoded in LLGTH2 and LLGTH1 is set to zero. The maximum literal length is 255 digits or characters exciuding the sign.
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The argument $C O P X$ is an index value used to index into the current oper and table (COP tableb. The number of bits (COPXB) used to index into the cop tabte is a function of the maximum number of cop tatic entries requircd for the source programe for example, a cop table consisting of between 512 and 1023 entries would require ten bits.

The address of an entry is calculated by muttiplying the value "COPX" by the value "copb" and then adding the result to the base address of the cop table.

A Copx value of zero specifies that the cop table information is contained in-ine in the $S$-Instruction itselfrather than in the cop table. (See next section.)

Note: The base address of the cop table points ro an unused entry.

IN-LINE COP INFORMATION

The format for in-line COP information differs from its cop table format (See "CURRENT DPERAND TABLE ( when subscripting or indexing is required.

| BURROUGHS CORPQRATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | B17OO COBOL S-LANGUAGE |
| SANTA BARBARA PLANT | P.S. 22016729 |

The format for in-line CDP information is as follohs:


## Notes:

## - - - - - -

1. None of the subscripting/indexing information calf entries follouing the ASCII flag) is present unless the subscript-or-index-flag equals one.
2. A copX for each index value or a copk/subscript factor pair for each subscript value, must be present as indicared by the value of number of subscripts or indexes:
$00=0$ ne
$01=$ Two
$10=$ Three
11 = Reseryed
3. COPXI, COPX2, and COPX3 may be in-tine entries but qust not be subscripted or indexed.

The cop table consists of a set of eneries, each of which contains the attributes of a variable. The ridth of one entry is a function of the source program and is determined by the number of bits required to express its attributes (segment number, displacement, length, subscript-or-indox-flag, data type and ASCII flag).

When the attributes exceed one entry, muliple entries are used to accommodate the additional information. Any reference to a multiple entry attribute points to the first of its entries.

The format of an entry in the COP table is as follows:

| DATA | ADDRESS | DATA | SUBSCRIPT-OR- | data | ASCII |
| :---: | :---: | :---: | :---: | :---: | :---: |
| SEG\# | DISPL. | LENGTH | INDEX-FLAG | type | FLAG |
| (SEGB) | (DISPB) | (LENB) | (1) | (2) | (1) |



SEGMENT NUMBER

Segment number is expressed in binary and specifies the data segment number of the operand. The container size (SEGB) is a function of the maximum number of data segments specified in the source program. The range of the segment number container size (SEGB) is 0 through 18. If it is zero, then there is no segment number container for that particutar program; that progeam has no segmented (overkayabte) data and all data references are to data segment zeros the non-overlayable data segment.

DISPLACEMENT


#### Abstract

Displacement is expressed in binary and specifies the digit displacement of the data from the base of the data segment. All data is stored beginning at an address uhich modulo $4-8$ It must equal zero. The container size (DISPB) is a function of the maximum data displacement specified in the source program. The range of the displacenent container size ( $O I S P B$ ) is 1 through 21.


DATA LENGTH

Data length is expressed in binary and specifies the number of digits or characters in the data item, excluding the sign. The container size (LENB) is a function of the maximun length specified in the source progsame the range of the data length contaner size (LENB) is 1 through 14 ; howevers the largest data item allobed is 8.191 8-8IT units or 16,383 4-BIT units.

DATA TYPE

Data type specifies the type of data as fotlows:
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```
00 = Unsigned 4-BIT
01 = Unsigned 8-8IT
10 = Signed 4-BIT (sign is MSD)
11 = Signed 8-BIT (sign over MSD)
```

SUBSCRIPT-OR-INDEX-FLAG

The subscript-or-index-flag bit is frue to indicare subscripting or indexing and faise otherwise. When true the next entryis) contains the necessary subscripting or indexing information.

NUMBER OF SUBSCRIPTS OR INDEXES

When indexing or subscripting is indicated by the subscriot-or-index-flage the number of subscripts or indexes required for the variable is specified as follous:

```
00 = One
01 = TV:O
10 = Three
11 = Reseryed
```

The bit immediately following this field indicates the appropriate operation: indexing or subscripting.

```
0 = Index
1 = Subscript
```

SUBSCRIPT FACTORS

Subscripeing requires one to three fields. LENB bies in lengthe containing the binary factor by which each subscript value is to be multiplied to obtain the proper digit address. The factor is the digit displacement between elements of the rable. The value one is subtracted from the subcript value prior to multiplying by the factor. The subscript value may be signed.

If the subscript value is zero or negative, or if the finat sum of the multiplied subscript values exceeds the table boundo an error communicate uill be issued.

If the binary equivalent of the multiplied subscript value or the sum of the multiplied subscript values exceeds $2 \boldsymbol{f}$ bits, overflom is ignored.

A copx for each subscript vatue immediately follows the primary copx in the S-Instruction. a subscript variable must not itself be subscripted or indexed.

Note: Literat subscript values are optimized by the compiter by building a new descriptor in-ine in the s-Instructione

INDEXING

When indexing is indicated a copx for each index value fup to three; immediatety fotloss the primary copx in the s-Instruction。 An index variable must not itself be indexed or subscripted.

An index value is contained in a 28 BIT field. The value consists of a 4-BIT sign followed by six 4-BIT decimal digitse The value is converted to binary and combined with the binary data address at execution time.

If any index value is less than zero or if the sum of the index values exceeds the table bounds an error communicate witl be issued.

TABLE BOUND

Table boisnd is a binary value used to specify the maximum permissible digit displacement from a table base for subscripting and indexinge Its container size is DISPB.

## ASCII FLAG

The ASCII flag bit of the destination field influences the execution of certain code sensitive s-language instructions. These instruceions are:

| ADD | MVA | CAT | CMPA |
| :--- | :--- | :--- | :--- |
| SUB | MVS | SMVN | CMPS |
| INC | MVN | MVT |  |
| DEC | MVZ |  |  |
| INCI |  |  |  |
| DEC1 |  |  |  |
| DIV |  |  |  |
| DIVS |  |  |  |

The ASCII flag bit does not influence the execution of the following code sensitive instructions in which EBCDIC is assumed:

EDIT MICF
EDTE MICE
CMPC

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUYER SYSIEMS GROUP | BI7OO COBOL S-EANGUAGE |
| SANTA BARBARA PLANT | P.S. 22016729 |

INSTRUCTION SET

ARITHMETIC.

| NAME | MNEMONIC | $0 \cdot$ | ARGUMENTS |  |
| :---: | :---: | :---: | :---: | :---: |
| INCREMENT | INC | 02 | OPNDI. | COPX: |
| ADD | ADD | 03 | OPNDI. | COPXIP COPXZ |
| DECREMENT | DEC | 09 | OPNDI. | COPX1 |
| SUBTRACT | SUB | 10 | OPNDI, | OPND2. COPX1 |
| multiply | mult | 11 | OPND1. | Copxi. copxz |
| DIvide | DIV | 12 | OPNDI: | COPK1. COPX2 |
| DIVIDE SPECIAL | DIVS | 16 | OPNDI. | CSPX1. Capx2 |
| INCRENENT BY ONE | INCI | 13 | COPX1 |  |
| DECREMENT BY ONE | DECI | 14 | COPX1 |  |

data movement

| NAME | MNEMONIC | OP | ARGUMENTS |
| :--- | :--- | :--- | :--- |
| MOVE RLPHANUMERIC | MVA | 00 | OPND1, COPXI |
| MOVE SPACES | MVS | 15 | COPXI |
| MOVE NUMERIC | MVN | 01 | OPNDI, COPK1 |
| MOVE ZEROS | MVZ | 22 | COPXI |
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| concatenate | cat | 32 | $N, ~ C O P X 1, ~ O P N D O, \ldots . . ~$ |
| :---: | :---: | :---: | :---: |
|  |  |  | OPNDN |
| Scaled move numeric | SMVN | 28 | OPNDI, COPXI, V. SCL |
| EXAMINE | EXAM | 44 | He $\mathrm{T}, \mathrm{COPXI}$, OPNDI. |
|  |  |  | COPX2\% OPND |
| move translate | MVT | 47 | OPND1. COPX1. COPX2 |
| EDIT | EDIT | 17 | OPNDI: COPX1, DADDR |
| EDIT WITH EXPLICIT MASK | edte | 21 | OPNDIS COPXI. MASK |
| MICR FORMAT | MICF | 48 | COPX1: COPX2 |
| MICR EDIT | MICE | 49 | COPX1. COPX2. COPX3 |


| NAME | MNEMONIC | OP | ARGUMENTS |
| :---: | :---: | :---: | :---: |
| BRANCH ON OVERFLOW | BOFL | 23 | $V$ = BADOR |
| SET OVERFLOH | SOFL | 07 | $v$ |
| BRANCH UNCONDITICNALLY | BUN | 03 | BADDR |
| PERFORM ENTER | PERF | 06 | K, BADDR |
| PERFORM EXIT | PXIT | 34 | $K$ |
| ENTER | NTR | 18 | BADDR |
| EXIT | XIT | 19 |  |
| GO TO DEPENDING | gato | 39 | COPX1, L. DBADD |
|  |  |  | DBADDRL |



MISCELLANEOUS
----------------

| NAME | MNEMONIC | OP | ARGUMENTS |
| :--- | :--- | :--- | :--- |
| COMMUNICATE | COMM | 33 | COPXI |
| LOAD COMMUNICATE REPLY | LDCR | 41 | DADOR |

$$
2-4
$$

BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP santa barbara plant

## CONVERT

MAKE PRESENT
HAROKARE MONITOR

## CONV

MAKP
HMON

COMPANY CONFIDENTIAL B1700 COBOL S-LANGUAGE P.S. 22016729

40
42
43

COPKI. DADDR
COPXI. DADOR
OPNDI

BURROUGHS CORPORATION
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ARITHMETIC CPERANDS AND INSTRUCTIONS

In generals arithmetic operands can have any of the folloking formats:

1. Unsigned $4-B I T$
2. Urisigned 8-8IT
3. Signed $4-B I T$ (sign is MSD)
4. Signed $8-B I T$ (sign over MSD)

Any restrictions concerning the types of operands permitted in an operation are specified under the description of the particular operation.

All fields are addressed by pointing to the most significant bit of the most significant unit, which in the case of a signed field is the sign.

All fieids are considered to be comprised of decimal integers.

The absclute value is stored if the receiving fiefd is unsigned.

Unsigned fields are considered positive.

When signed format is specified for the receiving field for any arithmetic operation, the sign position is set to 1100 for a positive result ana to 1101 for a negative result.

4-8Ir operands are interprefed in units of four bits. When a signed operand is specificd, the sign is interpreted as a separate and leading (leftmost) $4-8 I t$ unit which is not inciuded in the statement of lengtio.

B-BIT operands are interpreted in units of eight bits. When a signed operand is specified, the sign is interpreted as being contained in

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSIEMS GROUP | BI7OO COBOL S-LANGUAGE |
| SANTA BARBARA PLANT | P.S. 22016729 |

the leftmost four bits of the leftmost 8-8IT unit.

The iength of the operand field specifies the number of $4-B I T$ or 8-BIT units.

When 8-BIT units are specified for the receiving fiefd of an arithmetic operationo the leftmost four bits of each 8-Bri unit* except the unit carrying a signg is set to 1111 if EBCDIC or to 0011 if ASCII.

The value of an 8-BIT unit is carried in the rightnost four bits of the unit. Its value is as defined below for the $4-8 I T$ unit. The leftmost four bits. except for a signo are ignorede The value and sign interpretation of a 4 - BIT unit is as follons:

| UNIT | value | SIGN |
| :---: | :---: | :---: |
| 0000 | 0 | $+$ |
| 0001 | 1 | + |
| 0010 | 2 | + |
| 0011 | 3 | + |
| 0100 | 4 | $\pm$ |
| 0101 | 5 | + |
| 0110 | 6 | $+$ |
| 0111 | 7 | $+$ |
| 1000 | 8 | 4 |
| 1001 | 9 | $\leqslant$ |
| 1010 | UNDEFIMED | 8 |
| 1011 | UNDEFINED | + |
| 1100 | UNDEFINED | 4 |
| 1101 | UNDEFINED | - |
| 1110 | UNDEFINED | $+$ |
| 1111 | UNDEFINED | + |

In addicion and subtraction results generated uhen the size of the result field is not sufficient to contain the result are not specified. Hhen the resule fiesd is longer than the tength of the resuit leading zero units are stored.

In three address add, three address subtract and in mutiply, total
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or partial overtap of the first two operands is permitted. Resutts generated when the result field totally or partially overlaps either of the operand fieids are not specifiedo

In tuo address add and subtract, tocal overlap is permitede Results generated when the result field partially overlaps the first operand fieid are not specified. Note that total overlap implies that the two fielos are identical.

No overlap of operands or result fields is permitted in divide. Results generated under any condition of overtap are not specified.

## 3-4

# BURROUGHS CORPORATION <br> COMPUTER SYSTEMS GROUP santa barbara plant 

 COMPANY CONFIDENTIALB17OO COBO\& S-LANGUAGE
P.S. 22016729

## ADD THREE ADDRESS

OP: 08

Format:

```
***************####**********
* ADO OPNDI, COPX1, COPX2 &
***************************
```


## Function:

Algebraically add an addend denoted by OPND1 to an augend denoted by COPKi and store the sum in the field denored by copxz.
OP: ..... 10
Format:

* SUB OPND1. OPND2, COPX1*\#*\&\#**********************
Function:
Algebraically subtract a subtrahend denoted by OPNDI from a minuend denoted by OPND2 and store the difference in the field denoted by copxi.

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSYEMS GROUP | B17OO COBOL S-IANGUAGE |
| SANTA BARBARA PLANT | P.S. 22016729 |

ADD THO ADDRESS
OP: ..... 02
Format $=$* INC OPND1, COPX1
**シ*****************
Function:

Algebraicatiy add an addend denoted by OPNDI co an augend denoted by capxi and store the sum in the field denoted by copxi.
BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP COMPANY CONFIDENTIAL santa barbara plant B1700 cobol s-language

## SUBTRACT TWO ADDRESS

***世******\#\#z******

* DEC DPND1. COPX1 *
*************たt*****

Function:

Algebraically subtract a subtrahend denoted by OPNDI from a minuend denoted by copxi and store the difference in the field denoted by COPK1.

MULTIPLY

## Format:

Function:

Algebraicalty multiply a multiplicand denoted by copxi by a multiplier denoted by OPNOI and store the product in the field denoted by COPXZ.

The result field length is the sum of the lengths of the tuo operands and must be denoted by copxz.

The result field will always be either signed 4-BIT format or unsigned $4-$ BIT format.

BURROUGHS CORPORATION
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DIVIDE

OP: 12

Format:

Function:

Algebraically divide a dividend denoted by cupxi by a divisor denoted by OPNDI and store the quotient in the field denoted by COPXZ. Store the remainder in the field denoted by COPXI.

The result field length is the difference of the tengehs of the two operands and muse be denoted by COPX2.

Results are not specified if the length of the dividend is not greater than the lenth of the divisor.

If the absolute value of the divisor is not greater than the absolute value of an equivalent number of leading digits of the dividend the result is undefined.

Division by zero results in a fat error communcate to the MCP.

The sign of the remainder is that of the original dividend.

The dividend field will almays be either signed 4 - $B I$ format or unsigned 4-8If format.

BURROUGHS CORPORATION
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divide special

Format:
******\#*********************

* DIVS OPND1, COPX1, COPY2 *


COMPANY CONFIDENTIAL B1700 COBOL S-LANGUAGE P.S. 22016729

Function:

This operation is performed in exactly the same manner as the standard divide (DIV) operatcr; except that when a divisor equal to zero is encountered an overflow toggle is set and processing is allowed to continue. The overflow toggie can be manipuiared by the "SOFL" and "BOFL" S-operarors.

BURROUGHS CORPORATION
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## INCREMENT BY ONE

## OP： 13

## Format：

## ＊＊＊＊＊れたれがあれたあれ

＊INC1 COPXI＊
＊世せせ＊＊＊せ＊＊＊＊＊＊

Function：

Algebraically add the positive integer one to an augend denoted by COPXI and store the sum in the field specified by copxi．
BURROUGHS CORPORATIDNCOMPANY CONFIDENTIALCOMPUTER SYSTEMS GROUPB1700 cobol s－lainguagesanta barbara plantPoS． 22016729
DECREMENT BY ONE
OP： ..... 14
Format：
＊＊＊＊＊があ＊＊方があれ
＊DEC1 COPX1

Function：Algebraically subtract the positive integer one frona minuend denoted by COPX1 and store the difference inthe fieid specified by COPX1．

BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP SANTA barbara plant
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DATA MOVEMENT OPERANDS AND INSTRUCTIONS

In generaiy fields involved in data movement operarions can have any of the following formats:

1. Unsigned 4 -BIT
2. Unsigned B-BIT
3. Signed $4-3 I T$ (sign is MSO)
4. Signed $8-8 I T$ (sign over MSD)

Any restrictions as to the type of fields perfitted in an operatior are specified under the description of the particular operation.

See arithmetic operands and instructions for a description of th four types of fietus.

Totally or partially overlapped fields are not permitteds unless specifically specified by the description of the individual instruction.

BURROUGHS CORPORATION
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MOVE ALPHANUMERIC

DP: 00

## Format:



Function:

Move $8-B I T$ or $4-B I r$ units from the source field denoted by OPNDi to the 8-BIT or 4-BIT destination field denored by copxi.

If the destination field is signedo it receives eicher the sign of the souree if the source is signede or 1100 if the source is unsigned.

If the data type of the source field is $4-B I T$ and the data type of the destination field is 8-8IT, each 4-BIT unit is moved to the destination with llil if EBCDIC or 0011 if ASCII moved to the leftmose four bits of each $8-B I T$ unit.

If the data type of the source field is $8-8 I T$ and the data type of the destination is 4-3IT, the rightmost four bits are moved.

If the data type of the source field is the same as the data type of the destination fields each unit is moved unchanged to the destination.

COMPANY CONFIDENTIAL

```
If the destination length is greater in size than the source length, the destination field is filled in on the right with trailing spaces \((01000000\) if EBCDIC o00100000 if ASCII) if the destination type is \(8-B I T\); otherwise it is filled in on the right with zeros (0000).
If the destination length is lesser in size than the source length, the source data is iruncated on the right.
```

Overlapping operand fields are permitted if the data type of both fields is the same. It can be assumed that the source is moved 24 bits (six digits or three characters) at a time into the destination field and that the move is from left to right.
BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP SANTA BARBARA PLANT

COHPANY CDNF IDENTIAL
B1700 COBOL S～LANGUAGE PoS． 22016729

MOVE SPACES

```
OP: 15
```


## Format：

＊MVS COPX1
＊＊＊＊＊＊女も＊＊＊＊

## Function：

Fit the destination field denoted by copxi with spaces（0100 0000 if EBCDIC or 00100000 if ASCII）．

The data type of the destination field is ignored and is assumed to be unsigned 8ヵBİ。

BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP santa barbara plant
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MOVE NUMERIC

## OP: 01

Format:

* MVN OPNDis COPX1 *
*た******tt**********

Function:

Move 8-BIT or 4-BIT units from tine source field denoted by OPNDI to the 8-BIT or $4-B I T$ destination field denoted by COPKi.

If the destination field is signed, it receives either the sign of the source if the source is signed, or 1100 if the source is unsigned.

If the destination field is unsigned, the sign of the source is ignored.

If the data type of the destination field is 8-8IT. the leftmost four bits of each 8-BIT unit, except for the sign position, if signed, are set to 1111 if EBCDIC or to 0011 if ASCII, regardless of the data type of the source fietd.

If the data tupe of the destination fietd is $4-B I T$. the leftmost four bits of each source 8-BIT unit are ignored and only the rightmost four bits are moved; if the source field is a 4-BIT field, each 4-BIT unit is

BURROUGHS CORPORATION
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moved unchanged.

If the destination ength is greater in size than the source length, the destination field is filled in on the leferith leading zeros of appropriate type 1111 0000 if EBCDIC. 00110000 if ASCII or 0000 if 4 -BII .

If the destination length is lesser in size than the source length, the scurce data is truncated on the left.

Note that a sign is placed in the leftaost four bits of a fields whether $4-B I T$ or B"BIT.

Overlapping operand fields are permiteed if the data type of both fields is the same. It can be assumed that the source is moved 24 bits $\boldsymbol{\text { six digits or three }}$ characters) at a time into the destination field and that the move is fron left to righte

# BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP <br> SANTA BARBARA PLANT 

COAPANY CONFIDENTIAL BITOO COBQL SO\&ANGUAGE P.S. 22016729

MOVE ZEROS

OP: 22

Fermar:

* MYZ COPXI
*************


## Function:

Fill the destination field denoted by COPX1 with zeros of the appropriate rype (1111 0000 if EBCDIC, 0011 0000 if ASCIS or 0000 if $4-B I T$.

If the destination fietd is signed. 1100 is placed into the sign position.

BURROUGHS CORPORATION
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concatenate

Format:


Function:

Move each of the $N+1$ fields denoted by OPNDO through CPNDN, in the order specifiedo into an output string starting at the field denoted by copxi.

The number of source fields is specified by the b-BIT binary value $N$. The value $N$ ranging from 0000 to 1111 is used to indicated 1 to 16 source fields.

Each fietd is moved according to the rules specified for MOVE ALPHANUMERIC.

If the destination length is greater in size than the combined source length, the destination field is filled in on the right with trailing spaces 001000000 if EBCDIC or 00100000 if ASCII).

If the destination length is lesser in size than the combined source lengths, the source data is truncated on the right.

BURROUGHS CORPORATIDA
COMPUTER SYSTEMS GROUP
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sCaled move numeric

OP: 28

Format:

COMPANY CONFIDENTIAL B1700 COBOL S-LANGUAGE P.S. 22016729

If $V$ equals 0 perform a MOVE NUMERIC operasion after first adiing the scale factor to the ficid length of the source field and assuming that the added portion of the fieid is zeros on the right. The scale factor must not be greater than the destination field tength.

If $V$ equals one, perform a MOVE NUMERIC operation ?. after first subtracting the scale factor from the field length of the source field. The scale factor must not be greater than the source fieid length.

All rules specified for MOVE NUMERIC are applicable after adiustment by the scale factor.

The container size for the scale factor is the same as the container size for the length of an operand (LENB). The tength of $V$ is one bit.

COMPANY CONFIDENTIAL B1700 COBOL S－LANGUAGE P．S． 22016729
move translate

## OP： 47

Format：

## ＊も＊＊＊＊女＊＊＊＊＊＊＊＊＊＊＊せ＊＊＊＊＊＊＊＊

＊MVT OPND1，COPXI，COPX2＊


Function：

Move 8－BIT units from the source field denoted by OPND1 to the destination field denoted by copxz． translating enroute．

Translation is accomplished by using each 8－8IT source character，multiplied by eight，as an index into the transtation table，denoted by COPXis to obtain the translated characier．


If the destination length is lesser is size than the source length，the source data is truncated on the

## right.

Total overlap of operand fields is permitted to allow inplace transtation.

BURRQUGHS CORPORATION COMPUTER SYSTEMS GROUP SANTA BARBARA PLANT
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EXAMINE

## DP: 44

Format:

## Function:



T1T2 = 00 undefined
01 tally T3T4 occurrences of the character specified by OPNDI
10 replace T3T4 occurrences of the character specified by OPND1
11 tally and replace F 3 r 4 occurrences of the character specified by OPNDI

T3T4 = 00 alt
01 (all) leading

BURROUGHS CORPORATION
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10 until first
11 first
NOTE: T1T2T3T4 = 0111 and 1111 not specified and results are undefined.

The OPND2 argument is not present when T1T2 = 01.

The copx2 argument is not present when $71 T 2=10$.

The data type of the examined operand (COPXI) is assumed to be signed or unsigned 8-BIT. If it is signed, then the original sign, will be preserved by this operation.

The data type of the examining operands defined by OPNDI, must be unsigned. Its length is assumed to be one. When 4-BIT format is specified, the coerand is assumed to have the four bits 1111 if EBCDIC or 0011 if ASCII appended to the left.

The data type of the replacing operand defined by OPND2, must be unsigned. Its tength is assumed to be one. When 4 -BIT format is specified. the leftmost four bits of the position replaced are set to 1111 if EBCDIC or 0011 if ASCII, and the rightmost four bits receive the four bits from the replacing source. When 8-8IT format is specified, the position replaced receives all eight bits from the replacing source.

The data type of the tally field defined by copxz is assumed to be unsigned $4-B I T$. Its length is assumed to be five.

If the one bit paraneter $M$ equals zerop it denotes numeric items, and only the rightmost four bits of a character are used in the comparison; the leftmost four bits are ignored. If $M$ equals one, atphanumeric items are denoteds and all eight bits of a character are used in comparing.

| BURROUGHS CORPORATIDN | COMPANY COHFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | B1700 COBOL S-LANGUAGE |
| SANTA BARBARA PLANT | P.S. 22016729 |

EDIT INSTRUCTIONS AND EDIT MICRO-OPERATORS


No restrictions are placed on the data type of the source field of an edit operation.

The data type of the destination field of an edit operation must be unsigned 8-BIT.

If the destination length is greater in size than the saurce iength, the source data is assumed to have leading zerofill on the left.

If the destination length is lesser in size than the source length. the source data is truncated on the left.

The operation is terminated by an edit micro-operator and not by exhaustion of either the source or destination fields.

# BURROUGHS CORPORATION <br> COMPUTER SYSTEMS GROUP <br> SANTA BARBARA PLANT 

COMPANY CONFIDENTIAL B1700 COBOL S—LANGUAGE P.S. 22016729

EDIT

## OP: 17

Formae:


* EDIT OPND1, COPXI. DADDR *


Function:

Move data from the source fielde denoted by OPNDio to the destination fielde denoted by copki. under the control of the micromoperator string contained at the location denoted by the DADDR.

The argument $D A D D R$ is an unsigned binary value uhich specifies the digit displacement of the micro-operator string relative to the data segment zero base. The container size of DADDR is DISPB.

BURROUGHS CORPORATION
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## EDIT HITH EXPLICIT MASK

## OP: 21

Format:

```
**##***##*#*************##*
* EDTE OPND1, COPX1. MASK *
*********#******#**########*
```

Function:

Move data from the source field denoted by OPND 1 to the destination field denoted by COPX1 under the control of the microoperator string immediately following copxi. The format of the explicit micro-operator siring is the same as a iteral and is as follows:


BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP SANTA BARBARA PLRNT
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EDIT MICRD-OPERATORS

The edit micro-operators used in an edit instruction are:

"R" indicates a 4 -BIT binary $\forall a l u e$ used as a repeat count. rhe value 0000 represents no repeats do it once.
"N" indicates a 4 -BIT binary value used to skip over a number of destination $8-B I T$ units. The value cood represerits no skip.
"T" incicates a 4 - BIT binary vatue which is:

1) used to index into a table of editing constants
2) used to indicate a conditional selection between two table constants
3) used to indicate an editing constant in line with the edit-operator string.

The next edit-operator follows the constant.

BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP santa barbara plant
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The following table indicates the normal table editing constants as well as the conditional and unconditional selection of constanes associated with the value "r".

## EDITING CONSTANTS

| $T$ | table entry EBCDIC | MNEMONIC | UNCONDITIONAL OR CONDITIONAL CONSTANT |
| :---: | :---: | :---: | :---: |
| 0000 | "+" | PLU |  |
| 0001 | "-" | MIN |  |
| 0010 | "*" | AST |  |
| 0011 | "。" | DPI |  |
| 0100 | ", " | CMA |  |
| 0101 | "s* | CUR |  |
| 0110 | "0" | ZRO |  |
| 0111 | " ${ }^{\circ}$ | BLK |  |
| 1000 |  | SPM | EITHER ENTRY 0 CR 1 |
| $100:$ |  | SBM | EITHER ENTRY 7 OR 1 |
| 1010 |  | LIT | IN-LINE 8-BIT CONSTANT |

Associated with the edit instructions are three toggles denoted as "S" for sign. "Z" for zero suppress and "p" for check protect. Initially the " $Z^{*}$ and the mp toggles are assumed to be set to the zero state. They are set and reset as specified by the description of the indiyidual micro-operators. The "S" toggle is set to zero if the source fiefd sign is positive and to one otherwise. Unsigned fields are considered positive.

The EOIT MICRO-OPERATORS are explained individualiy in the following section.

MOVE DIGIf

Set " $Z^{\prime \prime}$ to " $1^{\prime \prime}$, ending the zero suppress state. Move an appropriate unit (4-BIt digit or 8-BIf character) from the source field to the destination field. If a 4 -BIT unit is moved, append the four bits 1111 to the left before storing in the destination. If an 8-BIT
unit is moved, the four bits 1111 are substituted for the leftmost four bits of the 8-BIT unit.
move character

Set "Z" to "1", ending the zero suppress state. Move an appropriate unit (4-BIT digit or 8-BIT character) from the source field to the destination fielde If a $4-B I T$ unit is moved. append the four bits 1111 to the left before storing in the destination. If an B-BIT unit is moved. it is moved unchanged.

MOVE SUPPRESS

The micro-operator mMOVE DIGITm is performed if the 4-BIT unit. or the rightmost four bits of the $8-B I T$ unit, of the source field is nor equal to 0000 .

If the appropfiate four bits of the source field unit are equal to 0000 . the suppress toggle "Z" is inspected. If "Z" equals "1". indicating non-suppress mode, the micro-operator "MOVE DIGIT" is performed. If the suppress toggle "Z" equals "0", the check protect toggle *p" is inspected. If "P" $={ }^{* \prime *}$ " indicating non-check protect mode, move the tabie entry containing the $8-B I T$ code for blank to the destination fiefd. If "p" $={ }^{\prime \prime \prime \prime}$, move the table entry containing the $8-B I T$ code for asterisk to the destination field.
summary

|  |  | SOURCE | NOT $=0$ | MOVE | DIGIT |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $\mathrm{Z}=1$ |  | SOURCE | 0 | MOVE | DIGIT |  |  |  |
| $\mathrm{Z}=0$ | $\mathrm{P}=0$ | SOURCE | 0 | MOVE | TABLE | ENTRY | 7 | (BLANK) |
| $\mathrm{Z}=0$ | $P=1$ | source | 0 | MOVE | TABLE | ENTRY | 2 | (ASTERISK) |

BURROUGHS CORPORATION
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FILL SUPPRESS


If "pm $=0^{\circ}$, indicating non-check protect mode move the table entry containing the $8-\operatorname{BII}$ code for blank to the destination fielde If mp" = "1", move the table entry containing the 8-BIT code for asterisk to the destination field.

SUMMARY
--------
$P=0$ MOVE TABLE ENTRY 7 (BLANK)
$P=1$ MOVE $\boldsymbol{P}$ (ABLE ENTRY 2 (ASTERISK)

SKIP REVERSE DESTINATION

Adjust the address pointer of the destination field to skip backuard (Iower address) "N" 8-BIT units.

INSERT UNCONDITIONALLY

Move the table entry "Y" as indicated below to the destination field.

|  | $T=0 . . .7$ | Move | TABLE | ENTRY 1 |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| $\mathrm{S}=0$ | $T=8$ | MOVE | TABLE | ENTRY 0 | (PLUS) |
| $S=1$ | $T=8$ | move | table | ENTRY 1 | (minus) |
| $\mathrm{S}=0$ | $T=9$ | MOVE | TABLE | ENTRY 7 | (BLANK) |
| $S=1$ | $\mathrm{T}=9$ | MOVE | TABLE | ENTRY 1 | (MINUS) |
|  | $T=10$ | move | IN-LIN | e table | ENTRY |

BURROUGHS CORPORATION
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Move the table entry $\mathrm{Tr}^{\prime \prime}$ as indicated below to the destination field.

| $s=1$ |  | $T=0 . . .7$ | MOVE | rable | ENTRY ${ }^{\text {r }}$ |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| * | $\mathrm{P}=0$ |  | move | TABLE | ENTRY 7 | (BLANK) |
| * | $\dot{P}=1$ |  | move | TABLE | ENTRY 2 | (ASTERISK) |
| $s=1$ |  | $T=8$ | MOVE | TAELE | ENTRY 1 | (MINUS) |
| $S=1$ |  | $\boldsymbol{r}=9$ | MOVE | TABLE | ENTRY 1 | (MINUS) |
| $s=1$ |  | $T=10$ | move | IN-LIN | e table | ENTRY |

*: $S=0$ or only source digitsfcharacters equal to zero (minus zero) have been moued.

INSERT SUPPRESS

Move the table entry "r" as indicated beloh to the destination field.

| $\mathrm{Z}=1$ |  |  | $T=0 \ldots 7$ | move | TABLE | ENTRY | $T$ |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $\mathrm{Z}=0$ | $P=0$ |  |  | move | TABLE | ENTRY | 7 | (BLANK) |
| $\mathrm{Z}=0$ | $\mathrm{P}=1$ |  |  | move | table | ENTRY | 2 | (ASTERISK) |
| $\mathrm{Z}=1$ |  | $S=0$ | $T=8$ | move | TABLE | ENTRY | 0 | (PLUS) |
| $\mathrm{Z}=1$ |  | $\mathrm{S}=1$ | $\mathrm{T}=8$ | move | TAble | ENTRY | 1 | (MINUS) |
| $\mathrm{Z}=1$ |  | $\mathrm{S}=0$ | $T=9$ | hove | TABLE | ENTRY | 7 | (BLANK) |
| $\mathrm{Z}=1$ |  | $S=1$ | $\mathrm{T}=9$ | move | TABLE | ENTRY | 1 | (MINUS) |
| $Z=1$ |  |  | $T=10$ | move | IN-LI | e TAbl |  | ENTRY |

## INSERT FLDAT

Move the table entry "r" and or perform the micromoperator move DIGIT" as indicated below.

| $Z=1$ |  |  |  | move | DIGIT |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $\mathrm{z}=0$ | source | $=0$ | $\mathrm{P}=0$ | MOVE | TABLE | ENTRY | 7 (BLANK) |  |  |  |
| $\mathrm{z}=0$ | SOURCE | $=0$ | $\mathrm{P}=1$ | MOVE | TABLE | ENTRY | 2 (ASTERI | (SK) |  |  |
| $\mathrm{z}=0$ | SOURCE | NOT $=0$ | $T=0 . .7$ | MOVE | TABLE | ENTRY | T. THEN M | hove | IGIt |  |
| $\mathrm{z}=0$ | SOURCE | NOT $=0$ | $T=8 \quad S=0$ | move | TABLE | ENTRY | 0 (PLUS) | THEN | MOVE | DIGIT |
| $\mathrm{z}=0$ | SOURCE | NOT $=0$ | $\mathrm{T}=8 \quad \mathrm{~S}=1$ | MOVE | TABLE | ENTRY | (MINUS) | THEN | move | DIGIt |
| $\mathrm{z}=0$ | SOURCE | NOT $=0$ | $\mathrm{T}=9 \quad \mathrm{~S}=0$ | move | TABLE | ENTRY | (BLANK) | THEN | move | DIGIT |
| $\mathrm{z}=0$ | SOURCE | NOT $=0$ | $T=9 \quad S=1$ | MOVE | TABLE | ENTRY | (MINUS) | THEN | move | DIGIT |
| $\mathrm{z}=0$ | SOURCE | NOT $=0$ | $\mathrm{T}=10$ | move | IN-LI | tab | ENTRY. | THEN | move | DIGIT |
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END FLOAT MODE

## EN FLOAT HODE

Move the table entry ${ }^{7 \prime \prime}$ as indicated below to the destination field.

| $\mathrm{Z}=0$ |  | $T=0 \ldots 7$ | MOVE | TABLE | ENTRY | $T$ |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $\mathbf{Z}=0$ | $S=0$ | $T=8$ | MOVE | TABLE | ENTRY | 0 | (PLUS) |
| $\mathrm{Z}=0$ | S $=1$ | $\boldsymbol{T}=8$ | MOVE | TABLE | ENTTRY | 1 | (MINUS) |
| $Z=0$ | $\mathrm{S}=0$ | $T=9$ | MOVE | TABLE | ENTRY | 7 | (BLANK) |
| $Z=0$ | $\mathrm{S}=1$ | $T=9$ | MOVE | TABLE | ENTRY | 1 | (MINUS) |
| $Z=0$ |  | $T=10$ | MOVE | IN-LI | AE TABL | E | ENTRY |
| $\mathrm{Z}=1$ | NO | RATIDN |  |  |  |  |  |

END NON-ZERO

# Terminate the micro-operator operations if any nonmzero source characterfdigit has been moved; otherwise continue with the next in-line operator. 

END OF MASK

Terminate the micro-operator operations.

START ZERO SUPPRESS

Set "Z" to the $\mathbf{N O}^{* \prime}$ state.

COMPLEMENT GHECK PROTECT

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | BI7OO COBOL S-LANGUAGE |
| SANTA BARBARA PLANT | P.S. 22016729 |

MICR FORMAT

OP: 48

Format:

Format the data from the source field denated by COPXI into the destination field denoted by cepx2.

The data type of both the source and the destinarion fields is assumed to be unsigned B-BIT.

The field length of the destination MODULO 20 must equal zero. The destination field is considered to be composed of a number of 20 character subfields.

Data movement is right to left beginning with the rightmost character of the source fietd and beginning with the rightmost character position of the destination field.

In the discussion that follows, the following definitions apply:

1. Transfer characters are characters that are automatically transferred from the source field into the current destination subfield. They never
occupy che rightmost control character position of a destination subfield. They are the numeric "O" through "9" and the HYPHEN *-*. The HYPHEN is not expected to occur for OCR input.
2. Defined control characters are characters that cause some specific action to be takenip depending on the character. They are: the END-OF-DCCUMENT ***, the MICR CRNT-READ*** and the OCR CANT-READ 23F2.
3. Default control characters are characters other than transfer and defined control characters. They are expected to bep but will not be linited tor the MICR AMOUN " $H^{* *}$. IRANSIT "a* and ON-US *: " and the OCR HOOK " $<$ ", FORK **** CHAIR *>", VERTICAL BAR *i*s BLANK 2402 and PLUS **".

## Operacion is as follows:

1. Begin formatting into a subfield by fetching a source field character, unless the source field is exhaustedo and then proceeding to step 1A.
A. If the source field is exhausted, assume an END-OF-DOCUKENT (') character and proceed to step 1B.
B. If the source field character is an END-DF-DOCUMENT character, move it to the rightmost position of the current subfield, blank-fill the rest of the destination field and then terminate the operation.
C. If the source field character is other than a default control or END-OF-DOCUMENT character. move a blank to the rightmost position of the current subfield, then move the source character and proceed to step $2 A$.
D. If the source field character is a default control character, move it to the rightmost position of the current subfield and then proceed to step $2 A$.

COMPANY CONF IDENTIAL
2. Continue formatting into the current subfield by
fetching a new source character and then
proceeding to step 2 A .
R. If the source field is exhausted blank-fill the rest of the current subfielde assume an END-DF-DOCUMENT source character and proceed to step 1B.
B. If the source fietd characier is an END-DF-DOCUVENT character, biank-fill the rest of the current subfield, save the source field character and proceed to step 1B.
C. If the source field character is other than a default control or END-OF-DOCUMENT character. store the character in the destination and proceed to step 2A.
D. If the source field character is a defautt control character that is equal to the character in the rightmost position of the current subfielde move it to the next position of the current subfield, blank-fill the rest of the current subfied and then proceed to step 1 .
E. If the source field character is a default control character, but it is not equal to the character in the rightmost position of the current subfield, the rest of the current subfield is blank-filled and the control character is used in step 10 , to which we now proceed.

# 1. If any attempt is made to exceed the size of any subfield or of the entire destination fielde the overflow toggle is set to one the operation is terminated and the contents of the destination field are undefined. 

BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP SANTA BARBARA PLANT

COMPANY CONFIDENTIAL B1700 CUBOL S-LANGUAGE PeS. 22016729
2. If any individual subfield contains a CANT-READ (*** or "З3F2) character. then the high order (leftmost) position of the subfield uill be set to 1101 0001; otherwise, it will be set to a blank $(01000000)$

BURROUGHS CORPORATION
COMPUTER SYSTEMS GROUP santa barbara plant

COMPANY CONFIDENTIAL B1700 COBOL S-LANGUAGE P.S. 22016729

MICR EDIT

```
OP: 49
```


## Format:

```
* MICE COPX1, COPX2. COPX3 *
****&######****#***************
```

Function:

Move data from the source field densted by COPXI to the destination field denoted by COPX2 delering all characters except numeric characters ("0" through "9*) and CANT-READ characters ("** and a3Fa).

The moved characters are righe justified in the destination field and zero filled on the left, if necessary, to fill the remaining destination area. If the destination field is lesser in size than the moved data, the source data is rruncated on the left.

A decimal count of all numeric characters moved is provided in the special COBOL register "TALLY" denoted by COPX3.

The data type of the source field must be unsigned 8-BIT. The data type of the destination field must be unsigned 4-BIT or 8-BIT. The data type of the "TALLY" field must be unsigned $4-B I T$ and its length is assumed to be five.

| BURRDUGHS CORPORAIION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | BI7OO COBOL S-LANGUAGE |
| SANTA BARBARA PLANT | P.S. 22016729 |

BRANCHING OPERANDS AND INSTRUCTIONS

A branch address argument "BADDR" has the following format:

```
DISPLACEMENT BTYPE SEGMENT NUMBER
    (BDISPB) (1) (7)
---------------+------+-------------------
    l I
    | present %f BTYPE = I
        I
        I
    0: Relative to the current code
        segment base (intrasegment branch)
    1: Relative to a new code segment base
        Cintersegment branch)
```

Dispiacement is an unsigned binary value which specifies the bit
displacement of an instruction relative to a segment base. rhe
container size of the displacement and BTYPE combined is a program
parameter (BDISPBI).

# BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP SENTA BARBARA PLANT <br> COMPANY CONFIDENTIAL B1700 CGBOL S-LANGUAGE P.S. 22016729 

## BRANCH UNCONDITIONALLY

```
DP: BUN
```

Format:
******\#\#\#****

* BUN BADDR *
****もあ*******

Function:

Obtain the next instruction from the location specified br BADDR.

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSTEHS GROUP | BL7OO COBOL S-LANGUAGE |
| SANTA BARSARA PLANT | P-S. 22016729 |

BRANCH ON OVERFLOW
OP: ..... 23
Format:

- BOFL ..... V. BADDR *
*********t**t****
Function:If the overflon toggle equals $V$. a transfer to theaddress (BADDR) given in the instruction occursootherwise control is passed to the next sequentialinstruction.

The overflow toggle is unchanged. The length of $v$ is one bit.

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | B1700 COBOL S-LANGUAGE |
| SANTA BARBARA PLANT | P.S. 22016729 |
|  |  |
| SET OVERFLOW TOGGLE |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

## Format:

Function:

Set the overflow toggle to $V$.

The length of $V$ is one bit.

NOTE: The overflou toggle is set to one if a mivide by ZERO" is encountered in the DIVIDE SPECIAL s-operator or if a field overfiow is attempted in the MICR format s-operator.

BURRQUGHS CORPDRETION
COMPUTER SYSTEMS GRDUP
santa barbara plant

COMPANY CONFIDENTIAL B1700 COBOL S-LANGUAGE P.S. 22016729

## PERFORM ENTER

OP: 06

## Format:



Function:

Create a stack entry with the following format:

DISPLACEMENT SEGMENT NO. K
(24) (7) (8)


Insert a displacement value, relative to the active code segment base and pointing to the next sequential s-instruction, into the stack.

Insert the current code segment number into the stack. Insert the value of $K$ from the instruction into the stack.

Adjust the stack pointer to point to the next possibie entry.

Obtain the next instruction from the location specified by BADDR.

| BURRQUGHS CORPORATION | COHPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | B17OO COBOL S－LANGUAGE |
| SINTA BARBARA PLANT | P．S． 22016729 |

PERFORM EXIT

## OP： 34

## Format：

Function：

Compare the $K$ contained in the instruction to the $K$ in the current stack entry and if unequal proceed to the next in－ifine s－instruction．If equals adjust the stack pointer to point to the previous entry and obtain the next s－instruction from the information contained in the removed stack entry．

BURROUGHS CORPORATION
COMPANY CONF IDENTIAL

## COMPUTER SYSTEMS GROUP

 SANTA BARBRRA PLANTBITOO COBOL S-LANGUAGE P.S. 22016729

## ENTER

## OP: 18

## Format:

*************

## Function:

BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP santa berbara plant

COMPANY CONFIDENTIAL B1700 COBDL S-LANGUAGE P.S. 22016729

## EXIT

OP: 19

Format:
*******

* XIT *
*******

Function:

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSIEMS GROUP | BITOO COBOL S-LANGUAGE |
| SANTA BARBARA PLANT | P.S. 22016729 |

GO TO DEPENDING

## Format:

```
* GOTD COPX1, L, DBADDRO, .... DBADDRL*
```



Function:

Compare the ten bit binary value $L$ with the variable specified by copxi. The variable is first converted to a binary value, MODULO 2 to the 24 th power.

If the binary value of the variable is less than zerc or greater than $L$, the next instruction is obtained from the location specified by DBADDRO. Note that the variable can be signed.

If the binary value of the variable is in the range zero through $L$, it is used as an index to select from the list of DBADDR's the appropriate DBADDR to be used to obtain the next instruction.

DBADDR and BADDR have the same format with the exception that DBADDR will always contain the segment number. Although segment number is unneccessary for those DBADDR's with BTYPE equal to zero, in order to index into the list of DBADDR's, all of the DBADDR's must be of equal length. The container size of DBADDR is BDISPB1 + 7 .

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | BITOO COBOL S－LANGUAGE |
| SANTA BARBARA PLANT | P．S． 22016729 |

altered go to paragraph

OP： 35

Format：

## Function：

```
Obtain the next instruction from the location specified by the address＂ACON＂．
The address constant＂ACON＂has the same format as a BADDR．
The argument DADDR is an unsigned binary value which specifies the digit displacement of the＂ACON＂ relative to the data segment zero base．
```

The container size of DADDR is DISPB．

## ALTER

OP: 36

Format:

```
********************
* altr DADDR, ACON*
*********************
```

Function:

Copy the address constant "ACON" into the data area specified by the argument DADDR.

The address constant "ACONe has the same format as a BRDDR.

The argument $D A D D R$ is an unsigned binary value which specifies the digit displacement of the ACON* relative to the data segment zero base.

The container size of DADDR is DISPB.

BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP SANTA BARBARA PLANT

COMPANY CONFIDENTIAL B1700 COBCL S-LANGUAGE P.S. 22016729

CONDITIONAL BRANCH OPERANDS AND INSTRUCTIONS

If the condition "A (R) $B^{\prime \prime}$ is true a transfer to the address (BADDR) given in the instruction occurs, otherwise control is passed to the next sequential instruction. The relation ( $R$ ) is defined as follous:

```
000 UNDEFINED
001 GTR
010 LSS
011 NEQ
100 EQL
101 GEQ
110 LEQ
111 UNDEFINED
```

Overlap of fieids is permitted. "A" is the first operand derioted in the instruction. If an instruction has only one operand then the assumed rield is the *A" field.

BURROUGHS CORPORATION
COMPUTER SYSTEMS GRDUP
SENTA BARBARA PLANT

COMPANY CONFIDENTIAL B1700 COBOL S-LANGUAGE P.S. 22016729

## COMPARE ALPHANUMERIC

## DP: 04

Format $=$

```
* CMPA OPND1, COPY1, R, BADDR *
```



Function:

Compare the two operand fields according to their binary values.

The comparison is performed left to right with any shorter operand assumed to be right-filied with blank characters 601000000 if EBCDIC or 00100000 if ASCII).

The fields are considered equal when the equal size portions are equal and the longer (if one is longers field has trailing blanks.

8-BIT data format is assumed for both fields with no checking to verify otheruise. Signed fields have their most significant four bits, i.e., their signp modified to the appropriate numeric zone (1111 for EBCDIC. 0011 for ASCII) before being compared. This modification is not permanent and is done so that sign will not affect the result of an alphanumeric comparison.

COMPANY CONFIDENTIAL

B1700 COBEL S-LANGUAGE P.S. 22016729

COMPARE NUMERIC
$0 P=05$

Format:

Compare the two operand fields according to the algebraic values. considering the two fiefds to be comprised of decimai integers.

When the field sizes are different, the longer is tested for leading zeros (0000). There is no restriction as $\{0$ data type. In comparing an B-BIT character only the rightmost four bits of the character are considered; the other bits are ignored.

Two fields of all zeros are equal regardless of sign.

Unsigned fields are considered positivé Sign conventions are the same as for arichmetic operands.

Results generated by invalid digit yalues are undefined.

| BURROUGHS CORPORATION | COMPANY CONFIDENTYAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | BITOO COBOL S-LANGUAGE |
| SANTA BARBARA PLANT | P•S. 22016729 |

COMPARE FOR ZERES

OP: 27

Format:

## Function:



BURROUGHS CORPORATIDN
COMPUTER SYSTEMS GROUP
SANTA BARBARA PLANT

COHPANY CONFIDENTIAL EITOO COBCL S-LANGUAGE P.S. 22016729
COMPARE FOR SPACES
OP: ..... 37
Format:


* CMPS COPXI, R, BADDR


Function:

Compare two operand fields according to their binary values, assuming the first field to be comprised of all spaces 101000000 if EBCDIC or 00100000 if ASCIIS.

The comparison is performed left to right.

Unsigned 8 - BIT format is assumed with no checking to verify othermise.

# BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP <br> santa barbara plant 

COMPANY CONFIDENTIAL B1700 COBOL S-LANGUAGE
santa barbara plant

OP: 38

Format:

```
#*****####**********##**
* CMPC COPX1, C. BADDR *
*******#####***##*t******
```

Function:

Compare the operand fietd and determine whether the field is:

C=00 COMPLETELY ALPHABETIC
01 COMPLETELY NUMERIC
10 NOT COMPLETELY ALPHABETIC 11 NOT COMPLETELY NUMERIC

If the condition being tested is true, a transfer to the address BADDR given in the instruction occurs. otheruise control is passed to the next sequential instruction.

In the alphabetic test, each character is range-checked for 11000001 through 1100 1001. 1101 0001 through 1101 1001, 11100010 through 11101001 and for 0100 0000. Unsigned 8-BII format is assumed with no checking to verify otherwise.

In the numeric test each character is range-checked for 11110000 through 1111 1001. Signed or unsigned 8-BIT format is permitted. The four bits in the sign

```
BURROUGHS CORPORATION
COMPANY CONFIDENTIAL
COMPUTER SYSTEMS GROUP
B1700 COBOL S-LRNGUAGE
SANTA BARBARA PLANT
P.S. 2201 6729
```

position of a signed 8-BIr field are ignored. The sign
position is the leftmost four bits of the most
significant character.
BURROUGHS CORPORATION
COMPUTER SYSTEMS GROUPSANTA BARBARA PLANT
COMPARE REPEATOP: 45
Format:


* CMPR OPNDI $\quad$ COPXI. R, BADDR *COMPANY CONFIDENTIALB1700 CEBOL S-LANGUAGE
P.S. 22016729
* CMPR
Function:
Compare the tuo operand fietds according to their binary value.Comparison proceeds from left co right.The field lengths are considered equal by repeatingOPND1.Both fields are assumed to have unsigned 8-BIT datatype。

The size of OPNDI must divide evenly into the size of COPxi; otherwise, the results of the compare may be erroneous.
BURROUGHS CORPORATIUNCOMPANY CONFIDENTIALCOMPUTER SYSTEMS GROUPB1700 COBOL S-LANGUAGESANTA BARBARA PLANTP.S. 22016729
MISCELLANEDUS INSTRUCTION

COMAUNICATE

- COMM********
OP: ..... 33
Format:* COMM COPX1

Function:

Move the length and address fields from the caPXi entry to the RS.COMMUNICATE.MSG.PTR fietd located in this programos RS.NUCLEUS, converting them enroute. The origin field is unchanged.

The length is converted from a digit or character length to a bit length. The address is stored as an absolute bit address.

BURROUGHS CORPORATION COMPUTER SYSTEMS GROUP santa barbara plant
LOAD COMMUNICATE REPLY

OP: 41

## Format:

* LDCR DADDR


Function:

Move the last 24 bits of information from the RS.REPLY area of the RS. NUCLEUS to the location specified by DADDR.

See 'MAKE PRESENT' for definition of DADDR.

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| CDMPUTER SYSTEIIS GROUP | BITOO COBOL S-LANGUAGE |
| SANTA BARBARA PLANT | P•S. 22016729 |

CONVERT

OP: 40

## Format:



Function:

Convert the operand denoted by CDPX1 from a decimal value to an unsigned 24 bit binary values truncating or zero fitiing on the teft if mecessary. parace the result at the location specified by DADDR.

The operand must be either unsigned $4-B I T$ or unsigned 8-BIT units.

See 'MAKE PRESENT for definition of DADDR.
BURROUGHS CORPORATION
COMPUYER SYSTEMS GRDUP
COMPANY CONFIDENTIAL
SANTA BARBARA PLANT P.S. 22016729
MAKE PRESENT

* MAKP * ..... *******
OP: ..... 42
Format:
*********************
* MAKP COPX1. DADDR
********せ************
FunctionsLoad the data segment specified by COPXI and place thebase relative address of the data area specified byCOPXI into the 24 bit location specified by DADDR.DADDR is an unsigned binary value which specifies adigit displacement from the data segment zero base.
The container size of DADDR is DISPB.

| BURROUGHS CORPORATION | COMPANY CONFIDENTIAL |
| :--- | :--- |
| COMPUTER SYSTEMS GROUP | B17OO COBDL S-LANGUAGE |
| SANTA BAREARA PLANT | P.S. 22016729 |

HARDHARE HONITOR

## Format:

Function:

The low order eight bits of the field described by OPNDI are used as the input to the monitor ricro-operator described in the following product specifications:

$$
\begin{array}{lll}
\text { M-Menory Processor } & \# 1913 & 1747 \\
\text { S-Memory Processor } & \# 2201 & 6760
\end{array}
$$

The length of the field described by OPND must be greater than or equat to eight bits.
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